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ABSTRACT
In first-person shooter (FPS) games, the peeker’s advantage is the edge the moving peeker gets when battling a stationary defender at a corner due to network latency. However, confirmation of (the size of) this advantage based on network latency and the distance from the corner has not been studied. This paper assesses the peeker’s advantage via two user studies both using an open-source FPS game extended to support two-player networking and a custom map. Users play as both peeker and defender with 3 different corner distances and 3 different network latencies. Analysis of hits, wins, and time-to-damage shows that the advantage for the peeker is impacted more by the defender’s latency than the peeker’s latency and is lowest when the peeker is nearest the corner. The user study with a tournament setting had quicker and more competitive matches resulting in more combat encounters and closer games than did the traditional user study.

CCS CONCEPTS
• Applied computing → Computer games; • Human-centered computing → User studies; Laboratory experiments.
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1 INTRODUCTION
The global shooting games market, encompassing genres such as first-person shooters, is experiencing significant growth. The market is valued at USD 8.8 billion in 2020 and is forecasted to expand at a compound annual growth rate (CAGR) of 8.8% from 2020 to 2027. This robust growth trajectory is expected to culminate in a market value of USD 16.8 billion by the end of 2027 [28].

In FPS games, peeking around a corner and moving to attack a stationary defender is a core gameplay mechanic. A peeker’s advantage arises in part due to the networked architecture multi-player FPS games use, wherein when a player interacts with their local copy of the game world, their client must relay these actions via a server to the other client(s) before other player(s) see them. Consider the example in Figure 1 showing an event timeline for a networked game with two clients and a server, with time progressing top to bottom. The left side shows the display on the client over this time. Player 1’s action to move their avatar on client 1 is sent to the server and then, after processing, to client 2 where the new world is rendered for player 2. The latency between client 1 and the server and the server and client 2 limit how soon player 2 sees actions taken by player 1, thus providing an advantage for the peeker (player 1) moving to take a corner from a stationary defender.

Figure 2 depicts a top-down view of the peeker’s advantage. At time $t = 1$ (a), the defender is holding a corner and the peeker is preparing to move into position to be able to shoot the defender. At time $t = 2$ (b), the peeker has moved into position and can see and shoot the defender, but because of network latency, the position of the peeker on the defender’s display lags behind and the defender is still aiming. As a result, at time $t = 3$ (c), the peeker is able to eliminate the defender’s avatar before the defender gets off a shot. In fact, with a fast and skilled enough peeker and/or a high enough
latency, a defender can be eliminated before the peeker is even rendered on the defender’s display.

Figure 3 provides a detailed timeline illustrating the peeker’s advantage. The peeker, server and defender timelines are depicted advancing from left to right. At the top, the peeker moves around a corner revealing the defender. That movement then propagates first to the server and then to the defender whereupon the defender can see the peeker also. Meanwhile, the peeker has been able to aim and then shoot at the defender, that shot needing to travel to the authoritative server before it is validated. The defender can also aim and shoot at the peeker but because of the network latency, the time to do so is less than that of the peeker. Once the server resolves the hit (in this example, the peeker has shot, hit and eliminated the defender and the game respawns both avatars), the server sends notice to respawn the avatars, as needed, setting up the next encounter for both the peeker and defender. A hit message arriving at the server after this respawn message (e.g., in this example, the defender’s hit message) is likely to be resolved by the server as invalid – i.e., the peeker shoot first and the defender’s shot is too late.

Independently of latency, the amount of advantage a peeker may have depends upon the relative distance of the peeker and the defender to the corner, depicted in Figure 4. On the left, the peeker loses some advantage when the defender’s avatar is further from the corner than the peeker’s, as the geometry causes more of the peeker’s avatar to protrude and become visible to the defender. Consequently, the peeker can see less of the defender’s avatar and, in fact, the defender can see and potentially shoot the peeker before even being seen. On the right, the opposite is true when the peeker is further away from the corner than the defender, where the peeker has both an earlier and larger target than the defender. However, the peeker in positioning their avatar further from the corner has made the defender target quite small and difficult to hit, possibly negating the advantage.

Despite the prevalence of peeker-defender encounters in FPS games and general awareness of the peeker’s advantage by competitive FPS players (e.g., [1]), there are few studies measuring its effects. Doing so can not only confirm general understanding of player performance during a common tactical operation, but may yield insights into how experts (e.g., competitive FPS gamers) use computer interfaces. Our paper seeks to address this by isolating the roles of a peeker and defender in an FPS game while controlling peeker distance and network latencies in a user study. We extended the First-Person Science open-source shooter game [5] to support two networked players and designed a custom map that forced players into either a peeker or defender role. For the study, users were randomly assigned a role (peeker or defender), one-way latency to the server (0 ms, 30 ms, 60 ms), and peeker distance from the corner (7 m, 19 m, 27 m) and then competed for a round (15 seconds), repeating for all combinations for each player.
After this initial study was complete, we conducted a second user study as a tournament wherein the same users competed using the same game and settings, but advanced only via a single elimination bracket. Players in the bracket were unseeded, with the loser of a match being eliminated and the winner advancing. Tournament players competed for a prize (a high-end graphics card), thus providing a second data set for comparing competitive esports-like gameplay with more casual gameplay (i.e., the first, traditional user study).
2 RELATED WORK

This section summarizes studies related to our work in three main areas: latency and games, latency compensation, and player actions with latency.

2.1 Latency and Games

Numerous studies have detailed the effects of network latency and games [2, 3, 8–10, 22, 26]. Most of these studies utilize games with controlled amounts of network latency in a laboratory environment, similar to our approach in this paper, rather than observing players during normal game play. Based on this body of work, Claypool and Claypool [6] suggest game action sensitivity to latency can be classified by precision and deadline—higher precision and tighter deadlines mean more sensitivity to latency.

For FPS games, Amin et al. [2] show player experience defines and determines the sensitivity to latency for Call of Duty, with competitive gamers more adept at compensating for impaired conditions. Armitage et al. [3] estimate the latency tolerance threshold for Quake 3 to be about 150-180 ms. Quax et al. [23] show that for players of Unreal Tournament 2003 latency and latency jitter under 100 ms can degrade player performance and quality of experience (QoE). Liu et al. [17] measure player performance and QoE in Counter-Strike Global Offensive (CS:GO), finding accuracy decreases by 3% and score decreases by around 17% as latency increases to 150 ms. QoE follows suit, degrading 25% between 25 ms and 150 ms. In a follow-on study, the authors demonstrate latency affects players with different skill levels similarly [15]. Their additional work shows without latency compensation network latencies manifest similarly to local system latencies [16] but that, in general, local latency has a greater impact. A decrease of 100 ms of local latency increased accuracy by 6%, score by 3 points/minute, and QoE by 1.6/5 points, whereas a decrease of 100 ms of network latency only results in accuracy increasing by 2%, score by 2 points/minute, and QoE by 0.7/5 points.

For games from other genres, Dick et al. [8] show via a survey that players generally think about 120 ms is the maximum tolerable latency for a network game, regardless of game genre, but their user study shows players find 150 ms acceptable. Pantel and Wolf [22] show latencies of about 100 ms can affect car racing games. Fritsch et al. [9] find players of the role-playing game Everquest 2 can tolerate hundreds of milliseconds of network latency, while Hößfeld et al. [10] find players of the casual game Minecraft are insensitive to network latencies of up to 1 second. Sheldon et al. [26] find some aspects of play in the real-time strategy game Warcraft 3 are not affected by up to a second of network latency. Schmid et al. [25] studied two levels of latency (50 ms vs. 150 ms) and variation (0 ms vs. 50 ms), and observed that while high latency notably diminishes player performance and experience, variations of up to 50 ms do not significantly impact player performance.

While these works have been instrumental in better understanding the effects of latency on players in online games, and FPS games specifically, they have not dealt with lower-level encounters (e.g., such as a peeker attacking a defender holding a corner in an FPS game). As such, they do not illuminate the effects of latency on actual in-game encounters nor do they extrapolate to conditions outside of games. Moreover, all work to date is from general gameplay or test-based user studies and does not necessarily reflect player performance in tournaments, nor do the results compare regular gameplay with more competitive tournament gameplay.

2.2 Latency Compensation

Although our work does not address latency compensation explicitly, techniques that mitigate the effects of latency are commonly implemented in FPS games and may impact the magnitude of a peeker’s advantage so are relevant here.

There are a variety of techniques that seek to mitigate the effects of network latency through software on the client or server (or both) [4, 18]. Feedback, time manipulation and prediction techniques are most commonly implemented in FPS games. Feedback approaches provide the player with information that either hides or reveals latency. Prediction techniques estimate game-state for a player’s avatar based on previous known game-state. Time manipulation alters the in-game time at the server to match that of the client when resolving player actions. The effects of latency compensation on a peeker’s advantage has been given little attention, but Lee and Chang [12] find some latency compensation techniques feel like “unpeeking” in that a player’s avatar moves back behind a corner. Despite this, network latencies of up to 250 ms did not affect the perceived fairness of the game.

Our methodology uses latency compensation in our game client—prediction, specifically self-prediction—so as to represent a common FPS configuration playing on a PC but without any other time manipulation on the server.

2.3 Player Actions with Latency

The scenario studied in our paper—a peeking attacker encountering a stationary defender holding a corner—combines two fundamental actions common to all FPS games: movement (navigation) and shooting (target selection).

Navigation in games is when a player moves the position of an avatar from one area in a virtual world to another. Often, a player wants to navigate as quickly as possible without colliding with obstacles in the game world.

For related work in computer games, Pantel and Wolf [22] measure the time to steer a car around a race track when input is delayed by added latency. Their experiments suggest 50 milliseconds of latency is acceptable for users, but that the time to complete a lap of...
The track increases sharply with latency – roughly doubling for 250 milliseconds of latency.

Sabet et al. [24] investigate player QoE for navigating a car around a track for the commercial game Need for Speed Shift 2 - Unleashed as it relates to performance with latency. They find latency degrades player performance which, in turn, lowers the quality of experience.

Liu and al. [13] study first-person navigation, where players position their avatars to see their opponent or avoid being seen. They find network latency and local latency show similar effects in that increases in latency decrease player scores, more so for the peeker but less so for the defender.

Xu et al. [29] analyze how much time a player moves their avatar per minute in a competitive FPS game. They find that as latency increases, the player’s avatar movement decreases but this depends on the weapon being used. This is relevant to our work where added latency may impact peeker movements.

Aiming in FPS games is similar to target selection, when a player moves a pointing device to an object on the screen and then “clicks” on it (e.g., by pressing a mouse button). While FPS aiming rotates the view of the world keeping the reticle in the screen, prior work has shown such selection behaves similarly to 2d selection/aiming [21]. In most cases, selecting a target as fast as possible is desirable, but accuracy is often considered, too.

Long and Gutwin [19] study the effects of latency on selecting a moving target. They find target speed directly affects the impact of latency, with selecting fast targets affected by latency as low as 50 ms, but selecting slower targets resilient to latency as high as 150 ms. Their follow-on study [20] measures selection times for different sized moving targets. They find that the effects of latency on selection are exacerbated by fast target speeds. Claypool et al. [7] investigate selecting a moving target with a mouse in the presence of latency. Their analysis shows target selection times are impacted exponentially by latency and target speed for constant-velocity targets.

Liu et al. [14] evaluate the impact of latency on 3D target selection via a bespoke FPS environment, finding latency degrades player performance as measured by the time to select/shoot a target. They find that individual latency compensation techniques cannot fully overcome the negative effects latency has on player performance, but latency compensation techniques used in combination can lift player performance close to that of no network latency.

3 METHODOLOGY

To investigate how network latency affects the peeker’s advantage in first-person shooter (FPS) games, we conducted a user study with a custom FPS game and map, controlled player roles (peeker or defender), distance from corner and latency values, and measured player performance. We then repeated the user study in a tournament setting with a prize for the winner in order to compare how player performance in a traditional study – with little at stake – differs from player performance in a competitive study where players have more to gain by winning.

3.1 Game Description

We extended an open-source FPS game – FirstPersonScience (FP-Sci)1 – to support multi-player networking with an authoritative server and self-prediction [18] on the clients, as in Figure 1. We designed a custom map that supports two players in a typical peeker-defender interaction: the defending player is stationary and faces the corner which the peeking player approaches and rounds for a firefight. Once either player is shot, both respawn to their starting locations (the defender with slight position randomness). The gameplay consists of 15 second rounds where players try to shoot each other as many times as possible. The player that scores more hits in each 15 second-round wins that round. At the end of the session, the player that wins more rounds, wins the match.

The overview in Figure 5 presents a top-down perspective of the map, indicating the starting locations of the peekers and the location of the defender. The defender is always 25 meters from the corner with the respawn position slightly randomized so as not be predictable each encounter. The defender’s positional movement is disabled, but they can look around (aim) freely. The peeker has a movement bound from the corner that is restricted to a fixed distance so as to be able to get into position to see and shoot the defender but not approach closer. The peeker’s movement speed is fixed at a rate similar to that of avatars in Counter-strike: Global Offensive – a popular commercial FPS game – and jumping is disabled. The peeker can counter-strafe – a technique competitive players use when peeking to make their avatars harder to hit.

The weapon used by both peeker and defender is single-shot (eliminates the opponent in one hit) with unlimited ammo and 500 ms delay between shots (i.e., a fire rate of 2 shots per second). These characteristics are chosen to avoid allowing players to blindly “spam” firing without aiming.

For the tournament, both players were informed that the client’s gameplay screens were live-streamed over Twitch.tv both as a method of recording both players’ perspectives for later analysis2 as well as to add the atmosphere of competing in front of an audience.

We wrote a test harness that allowed the server to control all the independent variables for each round: role (peeker vs. defender), latency for each client-server connection, and peeker distance from the corner. The server and both clients logged all player actions and game states for post-study analysis.

1https://github.com/NVlabs/FPSci

2Currently, used only informally to confirm some data but could be further explored.
Table 1: Round configurations.

<table>
<thead>
<tr>
<th>Round Number</th>
<th>Peeker's Latency</th>
<th>Defender's Latency</th>
<th>Peeker's Distance</th>
<th>Client Role</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>Peeker</td>
</tr>
<tr>
<td>2</td>
<td>30</td>
<td>0</td>
<td>0</td>
<td>Peeker</td>
</tr>
<tr>
<td>3</td>
<td>60</td>
<td>0</td>
<td>0</td>
<td>Peeker</td>
</tr>
<tr>
<td>4</td>
<td>0</td>
<td>30</td>
<td>0</td>
<td>Peeker</td>
</tr>
<tr>
<td>...</td>
<td>...</td>
<td>...</td>
<td>...</td>
<td>...</td>
</tr>
<tr>
<td>54</td>
<td>60</td>
<td>60</td>
<td>27</td>
<td>Defender</td>
</tr>
</tbody>
</table>

3.2 User Study

The client computers were both gaming PCs running Windows 10 with Intel Core i7 8700 CPUs, NVIDIA GTX 1080 GPUs and 64 GB of RAM displaying on a 240 Hz Lenovo Legion Y25-25 monitor with a resolution of 1920x1080, and a right-handed Logitech G502 gaming mouse right-handed) set to 800 DPI with pointer acceleration disabled. Our methodology allowed clients to adjust the mouse sensitivity settings to suit their preferences during practice sessions prior to the matches starting. The clients and server were both on a private LAN with a GB/s Ethernet.

The local latency of our game running on our client PCs was measured with a 1000 frame/s camera (a Casio EX-ZR100) setup to capture the moment a user presses the mouse button and the resulting screen output. By manually examining the video frames, the frame time when the mouse is clicked is subtracted from the frame time the result is visible, giving the local system latency. This measurement method was done 10 times on our client, yielding an average of 26.2 ms, ranging from a low of 20 ms to a high of 32 ms with a standard deviation of 3.2 ms.

Network latency was added to the system by delaying outgoing network packets in the game client by a fixed amount before sending. In our setup, any added latency was applied to all outgoing network interfaces. So, for example, with 30 ms delay, a packet sent to the server and echoed back to the same client would be delayed 30 ms out and 30 ms back for a total added delay of 60 ms round-trip.

The independent variable values in our experiment are:

- Roles: Peeker, Defender
- Network latency (one-way): 0 ms, 30 ms, 60 ms
- Peeker distance from corner: 7 m, 19 m, 27 m

The distances and latencies used are typical in online FPS games and were confirmed through pilot studies.

All 27 combinations of latency and distance were pre-generated for both a peeker and defender, so that both players had a round with each setting and role exactly once, yielding 54 rounds total. These 54 different rounds are illustrated in order in Table 1, but the round order was randomly shuffled before the start of the match.

Before starting each session, the user’s reaction time was collected using a custom JavaScript program that records how fast a user clicks the mouse in response to a on screen color change. The program collects 10 trials, which are averaged then reduced by the local system latency (26.2 ms) to get their average reaction time.

In summary, the study procedure (approved by our university’s institute review board) for each user is as follows:

1. Recruiting: A screener was sent to potential participants to assess their experience and skill in FPS games. Questions included most played FPS games, number of hours and skill-ranking in each game, preferred mouse sensitivity, and interest in participating in a tournament.
2. Scheduling: Invited participants signed up for pairs of open time slots that fit their schedules.
3. Informed consent: Before starting, each participant was given a consent form that informed them about the content of the game, video recording, and COVID protocols.
4. Reaction time testing: Each participant did a reaction time test.
5. Practice rounds: Participants were given 18 practice rounds to get comfortable with the setup and familiarize themselves with the gameplay. Practice rounds had no added latency and a 19 m peeker distance. Participants were encouraged to adjust their mouse sensitivity between practice rounds to suit their preferences via an in-game menu/slider.
6. Experiment rounds: The video recordings were started. The game was started on both clients and the session began once both players indicated they were ready. Play then commenced through the 54 rounds of play.
7. Collection: After the session ended, the winner was announced based on which player had won more rounds. Then, the data files were archived and the hardware sanitized for the next session.

The total time for a session was about 30 minutes. Participants received a $10 USD Amazon eGift card as remuneration for participating.

3.3 Tournament

Two months after the initial user study, 15 users that participated and indicated interest were invited to compete in a single-elimination tournament playing the same game. The tournament winner received an NVIDIA RTX 3090 graphics card as a prize. Users did not receive remuneration for participating in the tournament – the main incentive was the potential graphics card prize.

Tournament players were unseeded, so starting location in the bracket was determined randomly. We also live-streamed the tournament (participants were informed of this), advertising matches on our local media channels.

The procedure followed for each tournament match was the same as in the user study, as were the in-match settings, and users competed on the same computers. The tournament environment (single-elimination, prize for winning, and public spectating via Twitch.tv) is thus the only difference between the two conditions allowing for a comparison of player performance for both environments.

4 ANALYSIS

4.1 Demographics

Twenty-four (24) users participated in the study, all of whom were experienced, competitive FPS game players on a PC using a keyboard and a mouse. Users self-reported 200 to 8000 hours of FPS gameplay. Ages ranged from 18-22 years old. The average reaction time was 200 ms, faster than an average person but typical for
Table 2: Win percentage difference for peeker and defender for all latency combinations. Negative values (red) means the peeker is at a disadvantage and positive values (green) means the peeker is at an advantage.

<table>
<thead>
<tr>
<th></th>
<th>Defender</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>0 ms</td>
</tr>
<tr>
<td>Peeker</td>
<td></td>
</tr>
<tr>
<td>0 ms</td>
<td>-5.4%±2.7%</td>
</tr>
<tr>
<td>30 ms</td>
<td>-7.4%±2.9%</td>
</tr>
<tr>
<td>60 ms</td>
<td>-13.0%±2.8%</td>
</tr>
</tbody>
</table>

4.2 Results

Our analysis focuses on single interactions between a peeker and defender until one of them is shot, which we call an encounter – so, a single 15-second round can have multiple encounters, not strictly limited by the design, and a match has 54 rounds.

Table 2 shows the delta (difference) in average encounter win percentage calculated as the peeker’s win percentage minus the defender’s win percentage. For example, a -5.4% means the peeker wins the encounter about 5% less often than the defender (i.e., 47.5% peeker win, 52.5% defender win). The ± after each is a 95% confidence interval bound. Red shading indicates the defender has an advantage and green shading indicates the peeker has an advantage.

From the table, with no latency for either player (top left corner), the defender has a slight advantage. This advantage is likely due to aiming by the peeker that may take a bit longer since the defender’s precise location is unknown and aiming while moving is harder than aiming while stationary. Higher peeker latencies reduce any peeker advantage, whereas higher defender latencies do the opposite. In fact, for defender latencies of 60 ms, the peeker advantage is pronounced, nearly 30% regardless of the peeker’s latency.

Figure 6 shows the difference in the winning percentage between the peeker and the defender based on the peeker’s distance from the corner. Each point is the difference in the means over all encounters at that distance, shown with a 95% confidence interval as an error bar. From the graph, as the peeker moves farther from the corner their advantage increases, likely because the distance allows the peeker to see the defender’s avatar earlier.

A one-way within-subjects ANOVA conducted to compare the effect of distance on encounter win delta for conditions of 7, 19 and 27 meters shows a significant effect; $F(2,11176) = 40.7, p < .001$.

Figure 7 shows analysis of the mean time to damage, averaged over all users and all encounters for that configuration/player. The mean time to damage is the average time it takes once a player can see (i.e., aim at) their opponent until they shoot at and hit their opponent. Visibility is calculated by lines drawn from the middle of the player avatar to the sides of the opponent avatar; if both lines intersect the corner, then the opponent is not visible.

Figure 7a shows the overall mean time to damage for each role. The defender takes slightly longer (about 10 ms, or 3%) than the peeker to damage their opponent, likely because the peeker is in control of when the encounter is happening whereas the defender must anticipate and react. An unpaired t-test shows a significant difference in the overall time to damage for the peeker ($M = 290.5, SD = 265.7$) and defender ($M = 301.0, SD = 247.5$) conditions; $t(12258) = 2.24, p = 0.03$ at $\alpha = 0.05$. The effect size was very small, with a Cohen’s d of 0.04.

Figure 7b does the same analysis, but clusters data by peeker distance from corner, again shown with a mean and 95% confidence interval.

At each distance, the peeker’s time to damage is lower but somewhat surprisingly there is not a noticeable correlation in the mean time to damage and the distance. This may be due to the high skills of our participants who may be able to aim and shoot at a small target (far away) nearly as quickly as at a large target (close by).

There was not a significant difference in time to damage with peeker’s distance from the corner at 7 meters, for the peeker ($M = 294.2, SD = 256.1$) and defender ($M = 304.9, SD = 213.8$) conditions; $t(5221) = 1.6, p = 0.10$ at $\alpha = 0.05$. Nor at 27 meters; peeker ($M = 279.5, SD = 251.8$) and defender ($M = 289.8, SD = 309.9$); $t(3430) = 1.10, p = 0.27$ at $\alpha = 0.05$. But there was a significant difference at 19 meters; peeker ($M = 256.6, SD = 223.2$) and defender ($M = 274.9, SD = 189.5$); $t(2472) = 2.17, p = 0.03$ at $\alpha = 0.05$. The effect size was very small, with a Cohen’s d of 0.09.

4.3 Tournament and User Study Data Comparison

As noted, our methodology repeats our user study procedure with the only difference being that the participants are competing in a single-elimination tournament. This allows for a comparison of play in these two environments – a no stakes outcome (players get remunerated no matter if they win or lose) and a loser is out and the winner advances towards a potential attractive prize outcome (a high-end graphics card).

The tournament bracket is shown in Figure 8, where fifteen players were placed randomly (i.e, unseeded) and competed for the prize. The green boxes represent the winning player, illustrated advancing in the bracket by the bold lines.
Figure 7: Mean time to damage for peeker and defender.

(a) Overall.

(b) Versus peeker’s distance from corner.

Figure 8: The tournament bracket.

Figure 9a shows the mean number of encounters per round for the user study and the tournament, each mean with a 95% confidence interval. The tournament users play faster, having about

Figure 9: User study and tournament comparisons.

(a) Average encounters per round.

(b) Average time to damage for peeker and defender.

(c) Average accuracy for peeker and defender.

(d) Round win delta per match.
20% more encounters in the same amount of time (i.e., the user study encounter rate is about 1 encounter every 2 seconds whereas the tournament encounter rate is about 1 every 1.5 seconds). There was a significant difference in average encounters per round for the tournament (M = 9.85, SD = 3.31) and user study (M = 7.4, SD = 2.42) conditions; t(106) = 4.40, p < .001 at α = 0.05 with a Bonferroni correction. The effect size was large, with a Cohen’s d of 0.85.

This trend holds for time to damage, shown in Figure 9b for the mean time to damage and 95% confidence intervals. The tournament time to damage is about 40 ms lower than in the user study. Moreover, while the peeker still has a slightly lower average time to damage, the difference between time to damage means is smaller than the tournament setting than for the user study, suggesting more competitive encounters. There was a significant difference in the user study peeker accuracy (M = 309.8, SD = 271.7) and tournament peeker accuracy (M = 275.3, SD = 255.4) conditions; t(6683) = 5.33, p < .001 at α = 0.05 with a Bonferroni correction. The effect size was small, with a Cohen’s d of 0.13.

There was a significant difference in the defender’s time to damage in the user study defender accuracy (M = 330.0, SD = 255.5) and tournament defender accuracy (M = 279.7, SD = 239.5) conditions; t(5561) = 7.52, p < .001 at α = 0.05 and a Bonferroni correction. The effect size was small, with a Cohen’s d of 0.20.

This competitiveness trend is also evident in accuracy, shown in Figure 9c with means and 95% confidence intervals, where the difference in mean accuracy is about 10% for the user study but less than 2% (and not statistically significantly different) for the tournament. There was not a significant difference in peeker accuracy for the user study peeker accuracy (M = 0.65, SD = 0.44) and tournament peeker accuracy (M=0.66,SD=0.44) conditions; t(8449) = 0.63, p = 0.53 at α = 0.05.

There was a significant difference in defender’s accuracy for the user study defender accuracy (M = 0.56, SD = 0.46) and tournament defender accuracy (M = 0.67, SD = 0.44) conditions; t(7384) = 10.01, p < .001 at α = 0.05 with a Bonferroni correction. The effect size was small, with a Cohen’s d of 0.25.

Figure 9d depicts an overall view of the matches, showing the mean differences in rounds won (out of 54) for the match winner versus the loser, with 95% confidence intervals. Whereas the user study had the match winner defeat the loser by an average of about 12 rounds, this margin decreased by about a third in the tournament, to only 8 rounds. There was a significant difference in round win delta for the user study (M = 13.8, SD = 9.4) and tournament (M = 8.25, SD = 5.0) conditions; t(46) = 2.55 p = 0.014 at α = 0.05 with a Bonferroni correction. The effect size was medium, with a Cohen’s d of 0.74.

5 DISCUSSION

In general, the data from both the user study and the tournament confirms the “common knowledge” of the peeker’s advantage. Notably, higher latencies for the defender provide an advantage for the peeker, presumably because the defender has less time to react (aim and shoot) than does the peeker as the peeker comes around the corner (see Figure 3). This advantage is clear for each peeker latency (each row in Table 2) in that the peeker wins more often as the defender latency increases. However, the peeker’s advantage for a given defender’s latency is not consistent, with the advantage decreasing with peeker latency for a defender with no latency, increasing for a defender with modest latency (30 ms) and staying relatively constant for a defender with high latency (60 ms). There may be a “tipping point” where even modest amounts of latency impact both positions (presumably, somewhere around 30 - 60 ms), but more study is required to ascertain this. It is possible that the differences could be related to our deliberate setup where the defender is stationary (i.e., the defender avatar cannot move), which may put the defending players into a more passive mental state while the peeker is more active than is typical in FPS games where both players can move their avatars.

The results confirm that distance from the corner makes a difference in the chance of winning an encounter, most likely due to the difference in target sizes and sight lines (often called “holding angles” by competitive FPS players) for the two avatars (see Figure 4).

The tournament data illustrates that differences likely exist between casual FPS matches, where there is little riding on the outcome, and more serious matches where the outcome has consequences – in our case, elimination from the tournament. Most commercial FPS games offer both – game modes where players can practice their skills or simply play and have fun without affecting their status, and competitive play where the outcome changes their game ranking. Given there are apparent differences in the performance of each, user studies of FPS games – which typically do not have a competitive aspect in that participants get the same “benefits” no matter their performance – should take this into consideration.

6 LIMITATIONS

While our encounters featuring a peeker taking a corner held by a defender is a common, fundamental occurrence in FPS games, in our scenario the defender cannot move, unlike in most games. The restriction on movement for the defender was deliberate so as to force players into roles (peeker or defender) whereas in encounters in typical FPS game play the roles may be fluid with the defender and peeker trading roles once an encounter begins.

In order to emphasize controlled aiming and shooting, our weapon is hit-scanned (rather than firing a propagated projectile) and with a relatively low rate of fire. Results for projectile weapons (e.g., a rocket launcher) or rapid fire weapons (e.g., a machine gun) may be different.

The FPS experimentation platform we used in our study – First Person Science (FPSci) – has limited graphics, favoring fast frame rates and low latency over graphical quality. While this makes it useful for user studies with latency, such as our work, higher quality graphics including various lighting and particle effects may change encounter performance. In particular, direct target model intersections for hit detection used in FPSci – a simple cylinder shaped avatar and hitbox in our case – are less complex than most commercial FPS games where avatar hit boxes consist of several smaller hit regions and hitting different regions has a different effect (e.g., a shot to the head being different than a shot to a limb). Related to this is the audio feedback in our experiments being limited, providing a weapon fire sound effect but with no clear differentiation for a hit sound effect and, more importantly, no
sound effects for footsteps where a keen-eared defender might otherwise hear an approaching peeker.

7 CONCLUSION

The growth and popularity of online games and esports – the FPS genre specifically – provides an opportunity to study skilled players to better understand how they interact with computers and perform under different system conditions.

The effects of latency on player performance has been well-studied, but typically has been done for the whole game or done by isolating a specific game action, such as aiming and shooting or navigation. Missing is detailed analysis of player-versus-player encounters and a comparison of performance at different levels of competitive intensity.

Our paper studies the peeker’s advantage where the peeking player attacks the defending player around a corner – an encounter between two players fundamental to most FPS games. The advantage the peeker has gets is presumed to be due to latency, but the confirmation and extent of this advantage has not been studied.

To begin to address this, we conduct a user study with a custom FPS game mode and map so as to isolate players into either the peeker or defender role and control latency and peeker distance from the corner. A follow-on study with a subset of users from the original study in a tournament allows for comparison of a competitive match versus a casual environment.

Analysis of data from 24 users shows the peeker’s advantage is primarily affected by the defender’s latency and less affected by the peeker’s latency. The peeker’s advantage is the worst when the peeker is furthest from the corner. When the same participants play in a tournament, there is more “action” each round and the matches are significantly more competitive.

Future work includes exploring some of the limitations mentioned in Section 6, including alternate weapons, moving defenders and incorporating better graphics and sound effects. Determining more precisely when and why latency differences matter – a “tipping point” – may also be useful future work to understand latency’s impact.
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