1. ABSTRACT
By detecting interoperability problems at the architectural style level, properties of an integrated system can be defined early in the design process. There are many integration strategies, but their definitions do not provide the developer with a foundation to select a strategy for its appropriateness in implementing a correct solution. In this paper, we discuss our preliminary findings from architectural style integration analysis. We form a partial integration taxonomy that shows the relationship between existing integration strategies and the integration elements defined at the architectural level.
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2. INTRODUCTION
The importance of software component integration has become widely recognized with the migration of legacy systems, web-based computing, and the year 2000 problem. As with most component integration, interoperability problems arise. It is clear from research and empirical studies that interoperability problems can be detected at a high level of abstraction when integrating software architectural styles [1, 5, 7, 14, 15]. Once the problems are detected, interoperability issues can become part of the early design decisions made for architectural integration. This abstract level of design allows for integrated system properties to be defined and later ensured. Once the integrated system architecture is in place, more specific strategies can be analyzed to uphold the desired properties. Because there may be multiple, composite, even competing, implementation solutions for a particular interoperability problem, it can be difficult to determine which are applicable. Thus, proper integration design decisions made at the software architecture level can pinpoint the target functionality required to overcome interoperability problems and alleviate related implementation problems.

There are many reliable, well-defined integration strategies, whose details may be in the form of patterns, processes and techniques, that are scattered across the literature with little relationship information. For many, the definitions do not provide the developer with a foundation to select a strategy for its appropriateness in implementing a correct solution for the integrated architecture design. In this paper, we discuss our preliminary findings from architectural style integration analysis. We present an initial set of integration elements that form the foundation for resolving interoperability problems that result from integrating architectural styles [2, 14]. Using literature on software component integration, e.g., [4, 5, 6, 7, 9, 15], and design patterns, e.g., [3, 8, 11, 12], we form a partial integration taxonomy that shows the relationship between existing integration strategies and the base functionality defined at the architectural level.

3. THE INTEGRATION TAXONOMY
3.1 Basic Elements of Integration
As a result of experimental analysis to integrate architectural styles, we partition the functionality defined within an integration strategy into three basic integration elements. These elements are: Translator, Controller, and Extender as depicted in Figure 1. A Translator converts
Figure 1: A Taxonomy of Potential Solutions for Architecture Integration
data and functions between component formats, without changing the content of the information. It does not need knowledge of where the data came from or where it is sent. A Controller coordinates and mediates the movement of information between components using some predefined decision-making process. The Controller needs to know the component identities for which decisions are made. An Extender adds new features and functionality, therefore enhancing component capability. Whether or not the Extender needs to know the identity of the components with which it interacts depends on the specific application. Components and connectors for each of the integration elements can be formally modeled at the level of abstraction of an architectural style to express their behavior [2].

In some cases designing for interoperability may necessitate a composite integration strategy that uses more than one of the above integration elements. For example, if two components with different data formats need to share a repository, then both a Translator (to neutralize the different data formats) and a Controller (to mediate access to the repository) would be required in the high-level design. Thus, we include combinations of multiple integration elements to form a composite integration element, whose name in the taxonomy (Figure 1) is simply the concatenation of the elements employed.

3.2 Using a Taxonomy
Using IIArch, an experimental platform developed for analyzing architectural style interoperability [14], we determine potential integration strategies that resolve the problems detected between two architectural styles. The results from the interoperability analysis can be used to incorporate specific functionality into the integrated system design to overcome known problems. In addition, the results can be used to guarantee properties of the integrated system architecture to be upheld by implementation choices. In cases where there are competing products to be integrated with a legacy system, interoperability analysis can result in choosing the better product [14]. Once the integration elements are determined, the taxonomy can be used to target suitable strategies for implementation.

Consider integrating an object-oriented architectural style with an event-based style. Given that the object-oriented style has explicit invocation of methods via message passing and the event system style has implicit invocation of processes via event announcements, an interoperability problem can result. This conflict can be resolved by using a Translator to change the invocation of one system and a Controller to determine its correct path. Another style characteristic that may conflict is the control structure. In this example, both are decentralized, but one uses an event bus, while the other uses procedure calls. To resolve the conflict, a Translator, Extender, and a Controller may be needed. In order for the Controller to synchronize the passing of information, the object-oriented system needs to be wrapped to form a central point for its control flow, while still working independently of the event system. This example, taken from [6], implements the Wrapper and Broker pattern from [12] to create a web-based interface for a legacy system.

3.3 Relating Integration Strategies to the Taxonomy
In this section, we highlight certain integration strategies and how their functionality places them within the taxonomy displayed in Figure 1. We use the term integration strategy to encompass processes, techniques, solutions, gateways, and patterns that address issues in software component interoperability. An integration strategy is considered for the taxonomy if it (1) states that it resolves an interoperability problem, (2) is related to an accepted integration strategy, (3) describes a mechanism to decouple functionality, increase functionality, or develop a new interface for a component, and (4) has functionality that is statically well-defined. Due to space, we are unable to define and justify the placement of each strategy as shown in Figure 1. This information can be found in [10]. However, we define one typical integration strategy for each integration element and composite integration element, where applicable. Integration strategies are placed in the taxonomy with respect to how they resolve interoperability problems, but are not restricted to having additional functionality and implementation considerations outside of integration.

Translator. One example of a Translator is a Bridge [8]. A bridge converts data from one form to another without knowing its clients, therefore, allowing the clients to vary independently.

Controller. A Broker is a typical Controller [3, 12]. It explicitly coordinates communication between interoperating applications.

Extender. We have yet to find any strategies that only fall into this category. One reason may be that adding new functionality is almost its own integration problem, requiring the use of a Controller or Translator.

Translator-Controller. A Mediator [8] is an example of a Translator-Controller. A mediator promotes loose coupling by keeping objects from referring to each other explicitly. It is responsible for controlling and coordinating the interactions of a group of objects.

Translator-Controller-Extender. The Proxy [3, 8] is a good representation of a Translator-Controller-Extender composite integration element. It has the ability to translate information and perform pre and post data processing. It controls access to an object in order to defer the full cost of its creation and initialization until it is
actually needed. It can be built to protect components from unauthorized access.  

**Translator-Extender.** The Wrapper [12] is a pattern that is composed of a Translator and an Extender. It enables the developer to add new functionality to a legacy system that needs to work both independently and with another system. It is designed so that the old and new functionalities are transparent to the user.

**Controller-Extender.** We have yet to find any documented strategies that only fall into this category.

### 3.4 Loosely Defined Integrated Strategies

The Shared Repository pattern [12], the Information System gateway (IS Gateway) [4] and the mediation process [9] are examples of loosely defined integration strategies, such that each could be composed of one or more of the integration elements in Figure 1. One of the criteria we use to place the integration strategies into the taxonomy is that they need to have certain static requirements. Since the composition of integration elements in the Shared Repository, IS Gateway, and mediation process can vary broadly, the developer can dynamically choose what should be implemented as part of the strategy without changing its initial definition. Thus, these strategies are not represented explicitly within the taxonomy.

### 4. DISCUSSION AND CONCLUSION

The integration elements, Translator, Controller, and Extender and their compositions within the taxonomy are found to be inherent to architectural style interoperability. The elements are derived from experiments using IHArch system that embeds conflicts and solutions to interoperability problems associated with integrating specific characteristics of the architectural styles Pipe & Filter, Event System, Object-Oriented, and Main/Subroutine [17]. An examination of other architectural styles, such as Repository and Rule-based System is underway. This future research may indicate additional functional elements for integration, as well as to fine-tune the existing elements. Additional empirical studies are being examined for a more robust integration taxonomy.
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