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Abstract

Over the last few years, architecture description languages (ADLs) have become both progressively more expressive and widespread. While some ADLs have formally defined semantics, most are still informally specified. In this position paper we present an approach to modeling architecture description languages based on views. Our approach is based on partitioning and formalizing each semantically independent concept, or view, represented in an ADL. Along with the approach, we discuss three practical applications of our model, namely ADL comparison, architecture analysis, and component selection.
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1 Introduction

Within the software architecture community there has been significant emphasis on developing more expressive means of describing architectural designs. Much of the work has been focused on developing new architecture description languages (ADLs), or enhancing the capabilities of existing ones. There has been comparatively less attention aimed at developing a comprehensive formal model of architecture description (i.e., an architectural meta-model) that precisely describes the underlying concepts and rules defining the semantics of these languages. This undoubtedly reflects the community's lack of agreement over exactly which categories of information are required in an architectural specification. With the broad range of features and constructs supported by the various ADLs it is a difficult task to find and formalize a single, universally appealing model of architectural description. In this paper we outline an approach to formalizing multiple models of description based on the notion of architectural views [1].

We argue that aside from an interesting theoretical exercise, there is considerable practical benefit to this work, in particular, as a rigorous basis for ADL understanding and comparison, architecture analysis, and component selection. Additionally, we are investigating the role of the model as a foundation for reasoning about consistency between views, and its application in the development of ADL-to-ADL translators and interchange languages. In the remainder of this position paper we present our approach to modeling architecture description and briefly sketch its applications.

2 Architectural Description Models Based on Views

The construction and use of models as a basis for understanding high-level software descriptions is well established [2, 3]. Our approach focuses on identifying and separately formalizing each of the views captured by an ADL. In the context we present, a view is a subset of the semantic categories and features supported by an ADL which can be modeled independently from other categories, i.e., they are entity sets which are, in some sense, "stand alone." For example, while there is nearly unanimous consent that an architectural description outlines the structural aspects of the system, ADLs often allow other properties to be expressed. Commonly cited examples include behavioral specification, dynamic topology, module structure, and inter-process communication model. By abstracting the categories and constructs provided by ADLs into separate views we are better able to deal with the size and complexity of the formalization.

The content and boundary of each view is established by close analysis of the ADL source documentation. The method we follow is based closely on the Theory-Model paradigm [4]. The models are composed primarily of two complementary formalizations, a graphical representation using the Object Modeling Technique (OMT) [5], which captures the categories of information we are representing, as well as any relationships and constraints between them. The full detail of the model is then described using the Z specification language [6].

The work described here has been supported by the Natural Sciences and Engineering Research Council of Canada (NSERC), the Information Technology Research Centre of Canada (ITRC), and IBM Canada.

* Although views are increasingly mentioned in the literature, they have at present no well-defined or widely accepted definition. It is our hope that this work will serve to help solidify some of the notions and concepts surrounding this topic.
2.1 ADL Comparison and Understanding

It is generally accepted that the mainstay of architectural design description is a hierarchically defined configuration of components and connectors [7], or elements. This common capability to model structure provides an excellent starting point for formalization. At present, we have completed structural models for Wright [8], UniCon [9], and Rapide [10].

Figure 1 presents the basic structural models2 for Rapide and UniCon, highlighting their shared core. Individually, these models enable us to explore features of the ADLs which are not readily discernible from their natural language descriptions. From the structural models several core concepts can be identified. As shown in the diagram, we have identified five design categories extant in the basic structural model, Elements, Configurations, Interfaces, Ports, and Types, along with six relations. Where it enhanced the overall descriptive ability of the model, we combined multiple ADL entities into a single entity within the model. For example, UniCon explicitly supports two symmetric constructs, Components and Connectors; we found it sufficient to represent both with the category, Element. The distinction between the two is more naturally introduced as logical constraints and assertions in the Z description of the model. There are many details specific to the models that have been omitted for simplicity. We do not present the Z formalization in this paper as it is quite detailed.

As the core model is the portion of a view that is invariant across the supporting ADLs, it establishes a foundation for comparing features and constructs of different ADLs. Each language can be characterized by an extension to the core model. This yields a relatively straightforward approach (steps outlined in Figure 2a) for determining precisely how and to what extent each ADL supports the view, and to what extent the ADLs differ in their support for similar features.

2.2 Architecture Analysis

While formal models of programming languages have been used to develop static analysis environments for programs [12], to the best of our knowledge this approach has not been applied to architecture description. The concept, however, is quite similar, consisting of two main components: an architecture knowledge base (AKB) which stores the details of an architectural description, and a facility for querying the knowledge base.

The core models are used to guide both the parsing and analysis of an architectural specification. Elements from within an architectural specification are converted into a data representation based on the formal model. Once the specification has been parsed and the resulting facts stored in a knowledge base, the architect can use the query facility (similar to a standard query language [12]) to ask questions about the design. To illustrate, the following are examples of queries pertaining to the structural aspects of an architectural design (based on the model in Figure 1).

- What is the set of elements in configuration “conf1”?
  Select element.name such that element.of (element, configuration) with configuration = conf1
- Find all interfaces that interact through more than ten ports:

---

2Simplified for readability. Full details are provided in [11].
interface i
Select i such that interacts_through(i>10,
where "i" stands for a free entity and the constraint
">10" applies to the number of occurrences of an inter-
face as the first element of a relationship 'inter-
acts_through').

- Find all interfaces that interact through a port of type
"StreamIn":

interface i, port p
Select i such that exists [p such that is_of(p,
StreamIn) and interacts_through(i,p)]

Since the core models are independent of any particular
ADL, this approach has the property that the contents
of multiple descriptions of the architecture, specified with
different ADLs, can be combined into the same knowledge base.

2.3 Architectural Component Selection

Architecture meta-models can also be used as a basis for
architectural component evaluation and selection. Our pur-
pose here is to establish the degree of compliance between
an architecture component and some specific architectural
requirements (an overview is shown in Figure 2b). This par-
ticular application was inspired by a selection approach
for commercial-off-the-shelf (COTS) software [13]. The ele-
ments within our solution include architectural component
properties and specific architecture requirements, both of
which are described using the model's entity sets and rela-
tions. Also required are a set of compliance analysis and
checking rules.

Compliance is achieved by validating the properties of
the component against the specified architectural require-
ments. An inference engine such as Prolog, can be used to
encode the elements of the model, the specification of the
component, as well as the compliance checking rules. Using
these rules, the inference engine can validate whether or not
any of the required properties are included within the com-
ponent specification. In other words, it is possible to verify
whether a component is applicable for a particular architec-
ture by establishing whether or not it meets a specific set of
architectural requirements.

3 Looking Ahead

Our immediate goal is to establish models of the various as-
pects of architectural description by working with the state
of the art in ADLs. In addition to the structural view, we are
currently constructing models for behavior specification,
hierarchical configuration construction, and dynamic topol-
ogy. Understanding precisely what ADLs express and how
they differ requires a formal description of their semantics.
In this paper we have presented three main applications
which use this foundation.
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